A. Levko and Table

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Levko loves tables that consist of *n* rows and *n* columns very much. He especially loves beautiful tables. A table is *beautiful* to Levko if the sum of elements in each row and column of the table equals *k*.

Unfortunately, he doesn't know any such table. Your task is to help him to find at least one of them.

**Input**

The single line contains two integers, *n* and *k* (1 ≤ *n* ≤ 100, 1 ≤ *k* ≤ 1000).

**Output**

Print any beautiful table. Levko doesn't like too big numbers, so all elements of the table mustn't exceed 1000 in their absolute value.

If there are multiple suitable tables, you are allowed to print any of them.

**Sample test(s)**

**input**

2 4

**output**

1 3  
3 1

**input**

4 7

**output**

2 1 0 4  
4 0 2 1  
1 3 3 0  
0 3 2 2

**Note**

In the first sample the sum in the first row is 1 + 3 = 4, in the second row — 3 + 1 = 4, in the first column — 1 + 3 = 4 and in the second column — 3 + 1 = 4. There are other beautiful tables for this sample.

In the second sample the sum of elements in each row and each column equals 7. Besides, there are other tables that meet the statement requirements.

B. Levko and Permutation

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Levko loves permutations very much. A permutation of length *n* is a sequence of distinct positive integers, each is at most *n*.

Let’s assume that value *gcd*(*a*, *b*) shows the greatest common divisor of numbers *a* and *b*. Levko assumes that element *pi* of permutation *p*1, *p*2, ... , *pn* is good if *gcd*(*i*, *pi*) > 1. Levko considers a permutation *beautiful*, if it has exactly *k* good elements. Unfortunately, he doesn’t know any beautiful permutation. Your task is to help him to find at least one of them.

**Input**

The single line contains two integers *n* and *k* (1 ≤ *n* ≤ 105, 0 ≤ *k* ≤ *n*).

**Output**

In a single line print either any beautiful permutation or -1, if such permutation doesn’t exist.

If there are multiple suitable permutations, you are allowed to print any of them.

**Sample test(s)**

**input**

4 2

**output**

2 4 3 1

**input**

1 1

**output**

-1

**Note**

In the first sample elements 4 and 3 are good because *gcd*(2, 4) = 2 > 1 and *gcd*(3, 3) = 3 > 1. Elements 2 and 1 are not good because *gcd*(1, 2) = 1 and *gcd*(4, 1) = 1. As there are exactly 2 good elements, the permutation is beautiful.

The second sample has no beautiful permutations.

C. Levko and Array Recovery

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Levko loves array *a*1, *a*2, ... , *an*, consisting of integers, very much. That is why Levko is playing with array *a*, performing all sorts of operations with it. Each operation Levko performs is of one of two types:

1. Increase all elements from *li* to *ri* by *di*. In other words, perform assignments *aj* = *aj* + *di* for all *j* that meet the inequation *li* ≤ *j* ≤ *ri*.
2. Find the maximum of elements from *li* to *ri*. That is, calculate the value ![http://espresso.codeforces.com/5ff5283ad3235cef2d31f6f0a7ce504e8ce2f691.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGIAAAAgCAYAAADpNa1pAAAABGdBTUEAAFjH/EfgAgAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAZiS0dEAP8A/wD/oL2nkwAAAAlvRkZzAAAAAwAAAAEARaX1IQAAAAlwSFlzAAAA+gAAAPoAxzgVegAAAAl2cEFnAAAAZwAAACIAp5HEywAABtpJREFUaN7l2luMXWUVB/Df6Tkz7XSm7UwZSktb7Q1btEpbwCIoxitgFE3UB40xPuAtMRrjk/EStT5pjInG9MEnonIJFyHiBTWKiGhBKtFSKKBikWLpDXob2unM+LDWdvYczpmZ0pk5OPNPds7Z69v7+9a31reu51TMDLThTTgfD+NsnIUf4mCrmYNZrWZgirACFazE24UyNqAnxxeit9VMzgQsxipcLyxjFhahmuOX4vJWMzlT8ErchnPr6POFUtpaydxMcU2wHvvxTIm2EG/GZ7C6lczNJEV04jc4Vbf/3SI+HGslc9Uzn+L/BruwA4Ml2nG8Trilx3C4bnzKMJMsog/9DeidOXYOBlrN5ExGJ5ajvZVMVDBbBLI2PCis5BUikB3C33JslSiCns/nTraQ71kiC1qa/Nyf/C3CCWwXsWA1loiTvh1H6/a+Kp+ZI2LFQ8JqZomaowdDwmIeQw1r87Mfj2seW3qwLr8/mvMcbSa3Kt6CLrxLFDm9+fCz+JRI75Ym4wfxcSzAX09TeJVcpwsd47wGNXYXNVyCT4sC7al89rnkb5044e04gA/jQvzecAx4PS7IffThGrw8FVZJgV+Fr6cMfp08fQtvFYf07/luPV6NT4gM7RCuFpnZDuxtJJxanojr8M5c+CO5gNT2NTnpzqTtF0XRj4wMbJX8HGqiiCrel5sfT0AcxI34c4OxflETLMbncsP359jd+Ere35O0O7EF38eTSfuQOFC35D5vwndFZvUw7k2lzBPWMTf38Dv8tCSjeixL5d2InyXtUpwnkoFGqNRysUFxim4tLdAuWgN3lZRQTab+3UCY7xVu4o4miw3kZm8fRVn1OD7G+BCOJD8Fjgn39M8S7UgKtLNEu1W4siHhhqv5TLnV8Ty+ga34PP6CX4yihAo+Kqy+LIdePCIstx5vwKYatglTWmT4BBGaXSZOSYHFwmRvazDhXs01XgjtmInN1ysiFpyqow144UGp1N3fg7fhk0KRxYlvtK8tuCH3d/0o/Jwt3NDtJVl04CL8UeOs7Qh21fJmQ75YPkXn5QZ3lWgXp0C3iQBXCKFHWNZoQq7hCmFR483VfyvcxHgUMhbKVjgHXxBu+csiEK8VllQpXQWf7fgJrsQvcV+TNc5Ft2E3SRzeZUlry3lPioSgG0/gwUIRrxXu50Bpgsvyof/kfRXvEJrdI+LJvcKSLhQt5m/XzVHGYM41aPyu6cg4hFtcjQTeDOfjg8IaHk1aW14DIhjvFK5kjTg8X8Nn8UV8rCSXMqrJc3nsopzzIZFgPIV/pMxW4jW4oSb813oRfItNzM0J7jJsTh0iq9iaGm4TPnS18H/vFyetGQbxwDgVMBYquVa3SL97RHZSy+/tOVYTJ6+gLTRsPQOGY0aRtJzI97pEIF+eQv+O8BhbRZzbgq9iX75TYLeIH/PyfqU4sM+kHJeLLO0skVbfKbLVNdVUxCbhA/flBAuwORfdk7T+XKA7P/8g0sW9wlIq+LHxn/YzQbtIDi4WCu7G08KKL0/agtzPBpHiDiXtQArjYO6xKwX2pHBRlwkrWYMPpNDuSyEvwUbhglbk/suJwnFhDZtEpd4rsrh5eRgeT0UNCG/Ti/fIuFPNjZT97Kxkuj541YTP6yjR5qcSr0jmpqqdPDuvdmEd1fzeiDYn+ZqTeygwT1j3gtK+u/PZ8lyFHIr5Gs1VRk/KqZBFlwjk9S2lK3EtOmqpnWfrHiiKo3qc8kLfuFScthPiFO2eIkWcaEAbGINWn7UcMTIODTaQRf1cA03mKuNQ3f1RI6v6AhtFMtI3EU2/J4RFzBbFV0u6lw1QxIfTQfFz6gVG1hyTgaK1tH0iJy3SvZcK5uJLwlefLq4WafPKSeLtjSIr24wfCBfW1MedLqYiQJ8OTokg+a8X8e5hkWLunyTeVoqaZS++J139RCnipYQuUds8oLFfHgsbRZ4/Vg3zYnGdCObHy2tMN0X0CtNfKJTxTWEdl4jsqJnlHhbNvFN4leFmHeHLO03c/59OatCBnW6KWCtqhJeJPwXUhHCPClfTTBF9OXaO8Nk7S2PLRay52SQmItNNEduFUN8temRF93an0ZOJIaGwdaJfVhRpbaIovMMkZ4PTTRF9QnjrxQku9niV+NWxkUVUhLXcJKrwR0QFfVB0pTfjT8J1TRqmmyKI9sMCIVCiALtbdD+bKaJfKHGucGPrRLDfJ+LOpMtpOimiIgS9Trik4pe4IdEleG4cc1wrirkdosc2XwTrPSJgT9p/n6aLIrrFT7w/F02/X2ncAhkLu41s0SwRLY8VRjb3JhzTRRFtIgbMFoK8+cym+x+2iVjxtMmrK8B/AcgnnE7+YIkaAAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDEzLTExLTEwVDAxOjU1OjAwKzA0OjAws6irBgAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxMy0xMS0xMFQwMTo1NTowMCswNDowMML1E7oAAAAhdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gANjZ4MjIrMTE5KzY0McSMvsEAAAAndEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNTUkxMiAwMDMuMDAyCjEXlrsAAAA/dEVYdHBzOlNwb3RDb2xvci0wAHRlbXA1ZmY1MjgzYWQzMjM1Y2VmMmQzMWY2ZjBhN2NlNTA0ZThjZTJmNjkxLmR2adFcurgAAAAASUVORK5CYII=).

Sadly, Levko has recently lost his array. Fortunately, Levko has records of all operations he has performed on array *a*. Help Levko, given the operation records, find at least one suitable array. The results of all operations for the given array must coincide with the record results. Levko clearly remembers that all numbers in his array didn't exceed 109 in their absolute value, so he asks you to find such an array.

**Input**

The first line contains two integers *n* and *m* (1 ≤ *n*, *m* ≤ 5000) — the size of the array and the number of operations in Levko's records, correspondingly.

Next *m* lines describe the operations, the *i*-th line describes the *i*-th operation. The first integer in the *i*-th line is integer *ti* (1 ≤ *ti* ≤ 2) that describes the operation type. If *ti* = 1, then it is followed by three integers *li*, *ri* and *di* (1 ≤ *li* ≤ *ri* ≤ *n*,  - 104 ≤ *di* ≤ 104) — the description of the operation of the first type. If *ti* = 2, then it is followed by three integers *li*, *ri* and *mi* (1 ≤ *li* ≤ *ri* ≤ *n*,  - 5·107 ≤ *mi* ≤ 5·107) — the description of the operation of the second type.

The operations are given in the order Levko performed them on his array.

**Output**

In the first line print "YES" (without the quotes), if the solution exists and "NO" (without the quotes) otherwise.

If the solution exists, then on the second line print *n* integers *a*1, *a*2, ... , *an* (|*ai*| ≤ 109) — the recovered array.

**Sample test(s)**

**input**

4 5  
1 2 3 1  
2 1 2 8  
2 3 4 7  
1 1 3 3  
2 3 4 8

**output**

YES  
4 7 4 7

**input**

4 5  
1 2 3 1  
2 1 2 8  
2 3 4 7  
1 1 3 3  
2 3 4 13

**output**

NO

D. Levko and Array

time limit per test

2 seconds

memory limit per test

256 megabytes

input

standard input

output

standard output

Levko has an array that consists of integers: *a*1, *a*2, ... , *an*. But he doesn’t like this array at all.

Levko thinks that the beauty of the array *a* directly depends on value *c*(*a*), which can be calculated by the formula:

![http://espresso.codeforces.com/0142d01d9857fd0ec359c365854b820464162f4f.png](data:image/png;base64,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)

The less value *c*(*a*) is, the more beautiful the array is.

It’s time to change the world and Levko is going to change his array for the better. To be exact, Levko wants to change the values of at most *k* array elements (it is allowed to replace the values by any integers). Of course, the changes should make the array as beautiful as possible.

Help Levko and calculate what minimum number *c*(*a*) he can reach.

**Input**

The first line contains two integers *n* and *k* (1 ≤ *k* ≤ *n* ≤ 2000). The second line contains space-separated integers *a*1, *a*2, ... , *an* ( - 109 ≤ *ai* ≤ 109).

**Output**

A single number — the minimum value of *c*(*a*) Levko can get.

**Sample test(s)**

**input**

5 2  
4 7 4 7 4

**output**

0

**input**

3 1  
-100 0 100

**output**

100

**input**

6 3  
1 2 3 7 8 9

**output**

1

**Note**

In the first sample Levko can change the second and fourth elements and get array: 4, 4, 4, 4, 4.

In the third sample he can get array: 1, 2, 3, 4, 5, 6.

E. Levko and Strings

time limit per test

1 second

memory limit per test

256 megabytes

input

standard input

output

standard output

Levko loves strings of length *n*, consisting of lowercase English letters, very much. He has one such string *s*. For each string *t* of length*n*, Levko defines its beauty relative to *s* as the number of pairs of indexes *i*, *j* (1 ≤ *i* ≤ *j* ≤ *n*), such that substring ***t*[*i*..*j*] is lexicographically larger than substring *s*[*i*..*j*]**.

The boy wondered how many strings *t* are there, such that their beauty relative to *s* equals exactly *k*. Help him, find the remainder after division this number by 1000000007 (109 + 7).

A substring *s*[*i*..*j*] of string *s* = *s*1*s*2... *sn* is string *sisi*+  1... *sj*.

String *x*  =  *x*1*x*2... *xp* is lexicographically larger than string *y*  =  *y*1*y*2... *yp*, if there is such number *r* (*r* < *p*), that *x*1  =  *y*1,  *x*2  =  *y*2,  ... ,  *xr*  =  *yr* and *xr*+  1 > *yr*+  1. The string characters are compared by their ASCII codes.

**Input**

The first line contains two integers *n* and *k* (1 ≤ *n* ≤ 2000, 0 ≤ *k* ≤ 2000).

The second line contains a non-empty string *s* of length *n*. String *s* consists only of lowercase English letters.

**Output**

Print a single number — the answer to the problem modulo 1000000007 (109 + 7).

**Sample test(s)**

**input**

2 2  
yz

**output**

26

**input**

2 3  
yx

**output**

2

**input**

4 7  
abcd

**output**

21962